Code First un ejemplo:

1. Crear un nuevo proyecto y llamarlo Tienda.
2. Agregar un nuevo proyecto de Biblioteca de clases a la solución y llamarlo Models.
3. Agregar una referencia a Models desde Tienda.
4. Agregar al proyecto Models el paquete Entity Framework desde
5. Agregar el siguiente código al proyecto Models, con el que estamos definiendo nuestro modelo sólo a través de código y clases POCO

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Data.Entity;    namespace Models  {      public class TiendaContext : DbContext      {          public DbSet<Cliente> Clientes { get; set; }          public DbSet<Producto> Productos { get; set; }          public DbSet<Pedido> Pedidos { get; set; }          public DbSet<LineaPedido> LineasPedido { get; set; }      }        public class Cliente      {       public Cliente()          {              Pedidos = new HashSet<Pedido>();          }          public  int ClienteId { get; set; }          public  string Nombre { get; set; }          public virtual ICollection<Pedido> Pedidos { get; set; }      }        public class Producto      {          // Comentar si ProxyCreationEnabled = true          public Producto()          {              Lineas = new HashSet<LineaPedido>();          }          public  int ProductoId { get; set; }          public  string Descripcion { get; set; }          public  decimal Precio { get; set; }          public virtual ICollection<LineaPedido> Lineas { get; set; }      }        public class Pedido      {          // Comentar si ProxyCreationEnabled = true          public Pedido()          {              Lineas = new HashSet<LineaPedido>();          }          public  int PedidoId { get; set; }          public  DateTime FechaCreacion { get; set; }          public  int ClienteId { get; set; }          public virtual Cliente Cliente { get; set; }          public virtual ICollection<LineaPedido> Lineas { get; set; }      }        public class LineaPedido      {          public  int LineaPedidoId { get; set; }          public  int PedidoId { get; set; }          public  int ProductoId { get; set; }          public  int Unidades { get; set; }          public virtual Pedido Pedido { get; set; }          public virtual Producto Producto { get; set; }      }  } |

A grandes rasgos, para habilitar la creación automática de proxys de **carga diferida** debemos especificar virtual en todas las propiedades de navegación y establecer a true las propiedades *LazyLoadingEnabled* y *ProxyCreationEnabled* (por defecto están activadas).

Para los proxys de **seguimiento de cambios**, todas las propiedades de nuestra clase deben ser virtual y las propiedades de navegación de colección tienen que ser *ICollection* (las cuales serán convertidas después a *EntityCollection<TEntity>*). Además tiene que valer *true* la propiedad *ProxyCreationEnabled* (fíjate que aquí no hay una propiedad específica para habilitar o deshabilitar la creación de estos proxys como sí la hay para los proxys de carga diferida).

En lo relativo a inicializar las propiedades de navegación de colección en el constructor de la clase, sirve para cuando no generamos ningún tipo de proxy y queremos inicializar la colección. Si este código está presente y está activa la generación de proxys de seguimiento de cambios se producirá una excepción (no así con los proxys de carga diferida).

En cuanto a si es o no conveniente la creación automática de proxys, hay todo un debate abierto con gente a favor y gente en contra. deshabilitaremos la creación de cualquier tipo de proxy (con *ProxyCreationEnabled* igual a false). Estos proxys serán del tipo *System.Data.Entity.DynamicProxies.EntityType\_…*, si por algún motivo se quisiera saber el tipo base en tiempo de ejecución (el tipo original de la entidad) podemos obtenerlo con *ObjectContext.GetObjectType(entity.GetType())*.

1. Por último, simplemente utilizar el modelo a través de la clase de contexto.

Que ha generado automáticamente la base de datos Models.TiendaContext en nuestra instalación de SQL Express con las siguientes tablas y relaciones:

[![clip_image001[4]](data:image/png;base64,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)](http://lh5.ggpht.com/-gRYMgO0qApM/UWv_7TFcTGI/AAAAAAAABgQ/ONs3uyc72X4/s1600-h/clip_image001%5b4%5d%5b2%5d.png)

A partir de aquí, surgen muchas preguntas:

* ¿Por qué se creó la base de datos en SQL Express y por qué con ese nombre?
* ¿En qué momento se creó la base de datos?
* ¿Qué pasa si el modelo cambia?
* ¿Qué pasa si la estructura de base de datos no me convence, puedo cambiar algo?

Lo primero es entender cómo funciona Code First.

El primer paso que lleva a cabo Code First es leer las clases accesibles en la clase de contexto y crear un modelo en memoria. A continuación infiere un esquema de base de datos válido para persistir el modelo.

Code First se basa en convenciones, por ejemplo:

1. si nuestra clase tiene una propiedad *<NombreClase>Id* o simplemente ***Id***, esta propiedad será elegida para ser la clave primaria en la base de datos. Si además es numérica, creará el campo clave como autonumérico, etc.

¿Qué cuáles son exactamente las convenciones de Code First para inferir el esquema de base de datos? Pues son muchas, todas ellas en el espacio de nombres ***System.Data.Entity.ModelConfiguration.Conventions***, pero a grandes rasgos las más relevantes que se han utilizado para crear nuestro modelo han sido las siguientes:

* El nombre de la base de datos ha sido el nombre del contexto plenamente cualificado
* La base de datos se ha creado en la instancia de SQL Express.
* El nombre de la tabla será el nombre de la clase en plural. Como el servicio de pluralización sólo está disponible en inglés, tenemos nombres tan divertidos y ocurrentes como “Pedidoes”. Lógicamente esto no es muy acertado y después veremos cómo solucionarlo.
* La clave primaria de cada tabla ha sido <NombreClase>Id.
* Las claves primarias son todas autonuméricas.
* A partir de las propiedades de navegación y propiedades de clave externa que encontró en el modelo, creó en base de datos las relaciones oportunas. Code First reconoció las relaciones porque los nombres de las mismas siguieron las convenciones predeterminadas. Por ejemplo:
  + Clientes.Pedidos es una propiedad de navegación de colección.
  + Pedidos.Cliente es una propiedad de navegación de referencia
  + Pedidos.ClienteId es una propiedad de clave externa que será utilizada para llevar a cabo la relación en base de datos entre Pedidos y Clientes.

Como podemos ver, la mayoría de las convenciones de Code First parecen muy razonables y pienso que merece la pena cumplirlas para trabajar lo menos posible. Sin embargo, puede haber situaciones en las que alguna convención no nos satisfaga (como por ejemplo el nombre en plural de las tablas) o bien no podamos cumplirla por algún motivo (imagina por ejemplo que el campo Pedidos.ClienteId tuviera que ser creado en código con el nombre Pedidos.ClienteAsociadoId).

En estos casos, lo que necesitamos es poder invalidar las convenciones predeterminadas de Code First e instruirle de forma precisa sobre cómo queremos que se realicen ciertos mapeos. Es decir, estamos tomando el control y decidiendo por nosotros mismos como inferir el esquema. Además de poder eliminar convenciones, lo más habitual es realizar ajustes a través de alguna de estas vías:

* DataAnnotations.
* Fluent API.
* Cuando elegir una u otra es un tema de profundo debate, pero a grandes rasgos:
* DataAnnotations es más sencillo de utilizar que Fluent API.
* Con DataAnnotations hay ciertos escenarios que no podemos conseguir.
* Con DataAnnotations “ensuciamos” en cierto modo nuestras clases POCO, tanto a la vista del desarrollador como a efectos de interoperabilidad.
* Con Fluent API tenemos más control
* Al respecto de los ajustes, la precedencia que aplica Code First es primero Fluent API, después DataAnnotations y por último las convenciones predeterminadas.

Dicho esto, para ajustar nuestro modelo veremos ambas opciones y así después podremos decidir.

Los ajustes que realizaremos a modo de ejemplo sobre la entidad Pedido serán:

* Elegir el nombre “Pedidos” para la tabla.
* Crear el campo PedidoId como no autonumérico (queremos controlar el número de pedido).
* La propiedad de clave externa con Clientes tiene que llamarse ClienteAsociadoId en nuestro modelo pero tiene que continuar llamándose ClienteId en la base de datos (está claro que este requerimiento es un poco absurdo, pero nos servirá para el ejemplo).

Para ajustar el modelo con DataAnnotations tendremos que agregar una referencia al ensamblado *System.ComponentModel.DataAnnotations* en nuestro proyecto Models y decorar la clase Pedido con los siguientes atributos:

|  |
| --- |
| [Table("Pedidos")]      public class Pedido      {          [DatabaseGenerated(DatabaseGeneratedOption.None)]          public int PedidoId { get; set; }          public DateTime FechaCreacion { get; set; }          [ForeignKey("Cliente")]          [Column("ClienteId")]          public int ClienteAsociadoId { get; set; }          public Cliente Cliente { get; set; }          public virtual List<LineaPedido> Lineas { get; set; }      } |

Si esto mismo lo hiciéramos con Fluent API, tendríamos que agregar una referencia en Models para el ensamblado *System.Data.Entity* y escribir los ajustes en el método*OnModelCreating* de nuestra clase de contexto:

|  |
| --- |
| protected override void OnModelCreating(DbModelBuilder modelBuilder)  {      // Eliminar convención de pluralización de nombres de tablas      modelBuilder.Conventions.Remove<PluralizingTableNameConvention>();        modelBuilder.Entity<Pedido>().ToTable("Pedidos");      modelBuilder.Entity<Pedido>()                  .Property(p => p.PedidoId)                  .HasDatabaseGeneratedOption(DatabaseGeneratedOption.None);      modelBuilder.Entity<Pedido>()                  .Property(p => p.ClienteAsociadoId)                  .HasColumnName("ClienteId");      modelBuilder.Entity<Pedido>()                  .HasRequired(p => p.Cliente)                  .WithMany(p => p.Pedidos)                  .HasForeignKey(p => p.ClienteAsociadoId);  } |

A priori Fluent API parece mucho código para tan poco requerimiento, además parece algo complicado pero, lo cierto es que, después de entender cómo funciona y con algo de práctica, nos daremos cuenta que no se llama API Fluida por nada, realmente fluirá y nos resultará sencillo realizar ajuste por esta vía con poco esfuerzo.

En este punto, algo interesante es saber cómo podríamos gestionar estos ajustes para no ensuciar las clases (si hablamos de DataAnnotations) o no tener un métodoOnModelCreating de 1000 líneas (si hablamos de Fluent API).

Para el caso de DataAnnotations podríamos utilizar las famosas clases buddy (clase colega) para separar la clase POCO de los atributos.

|  |
| --- |
| [MetadataType(typeof(PedidoMetadata))]      public class Pedido      {          public int PedidoId { get; set; }          public DateTime FechaCreacion { get; set; }          public int ClienteAsociadoId { get; set; }          public Cliente Cliente { get; set; }          public virtual List<LineaPedido> Lineas { get; set; }      }        [Table("Pedidos")]      public class PedidoMetadata      {          [DatabaseGenerated(DatabaseGeneratedOption.None)]          public int PedidoId { get; set; }          [ForeignKey("Cliente")]          [Column("ClienteId")]          public int ClienteAsociadoId { get; set; }      } |

En este ejemplo podemos ver:

         Se ha indicado la clase buddy con el atributo *MetadataType*, en la clase Pedido.

         En la clase PedidoMetadata (llamada así por convención pero podría haberse llamado de cualquier otra forma) hemos indicado los *DataAnnotations* sólo para las propiedades que queremos ajustar.

Con esto hemos conseguido separar la definición de nuestra clase de las*DataAnnotations* para Code First.

Si queremos lograr esta misma separación de conceptos a través de Fluent API, tendremos que crear una configuración para nuestra clase Pedido en una nueva clase que herede de *EntityTypeConfiguration* y registrarla durante el evento *OnModelCreating*.

Primero la clase de configuración:

|  |
| --- |
| public class PedidoConfiguration : EntityTypeConfiguration<Pedido>  {      public PedidoConfiguration()      {          ToTable("Pedidos");          Property(p => p.PedidoId)                      .HasDatabaseGeneratedOption(DatabaseGeneratedOption.None);          Property(p => p.ClienteAsociadoId)                      .HasColumnName("ClienteId");          HasRequired(p => p.Cliente)                          .WithMany(p => p.Pedidos)                          .HasForeignKey(p => p.ClienteAsociadoId);      }  }  Después registrarla en el evento de creación del modelo:  protected override void OnModelCreating(DbModelBuilder modelBuilder)  {      modelBuilder.Configurations.Add(new PedidoConfiguration());  } |

Llegados a este punto, ya sabemos cómo se infiere el modelo y cómo podemos ajustarlo, así que ha llegado el momento de saber cuándo, cómo y dónde se crea la base de datos.

Por defecto, Code First intenta crear la base de datos en el primer acceso a la misma (en nuestro ejemplo anterior ocurrió cuando intentamos agregar un cliente a TiendaContext.Clientes). Además la intenta crear en la instancia de SQL Express (.\SQLEXPRESS) o en su defecto en [LocalDb](http://henry416.wordpress.com/2013/12/31/undocumented-sql-server-2012-express-localdb/) ((localdb)\v11.0), motor de base de datos que viene incluido a partir de VS 2012. Respecto al nombre de la base de datos elegirá el nombre del contexto plenamente cualificado (Models.TiendaContext). Cómo lógicamente casi nunca nos servirá esta localización de base de datos, comencemos por ver cómo elegir donde crear la base de datos.

La forma más sencilla de elegir donde crear la base de datos es crear una cadena de conexión en nuestro fichero web.config/app.config con el nombre del contexto. Si hacemos esto también tendremos que agregar una referencia al paquete EF en el proyecto para evitar el error “No Entity Framework provider found for the ADO.NET provider with invariant name 'System.Data.SqlClient'

|  |
| --- |
| <connectionStrings>      <add name="TiendaContext"           providerName="System.Data.SqlClient"           connectionString="Data Source=(local)\sqlexpress;Initial Catalog=Tienda;Integrated Security=SSPI;MultipleActiveResultSets=True;Application Name=Tienda" />    </connectionStrings> |

De la cadena de conexión podemos comentar lo siguiente:

* El atributo “*name*” puede ser el nombre de la clase de contexto o el nombre plenamente cualificado de la clase de contexto, es decir, valdría tanto TiendaContext como Models.TiendaContext.
* No olvidar agregar el parámetro *MultipleActieResultSets=True* (necesario para el correcto funcionamiento de Entity Framework).
* Agregar un nombre de aplicación si no quieres después sorpresas con*TransationScope*.
* Otra forma de especificar donde conectará Code First es a través del constructor de*DbContext*.

|  |
| --- |
| public class TiendaContext : DbContext      {          public TiendaContext()          {          }          public TiendaContext(string nameOrConnectionString)              : base(nameOrConnectionString)          {          }      } |

Ahora serían válidas todas estas combinaciones:

|  |
| --- |
| // Por defecto, cadena de conexión con el nombre TiendaContext  var context = new TiendaContext();    // Cadena de conexión con el nombre Tienda  // Sino existe creará una base de datos con el nombre Tienda  var context2 = new TiendaContext("Tienda");    // Cadena de conexión con el nombre Tienda  // Sino existe fallará  var context2 = new TiendaContext("Name=Tienda");    // Cadena de conexión explícita  var connectionString =      @"Data Source=(local)\sqlexpress;"+      "Initial Catalog=Tienda;"+      "Integrated Security=SSPI;"+      "MultipleActiveResultSets=True;"+      "Application Name=Tienda";  var context3 = new TiendaContext(connectionString); |

Ahora que ya sabemos especificar la localización exacta de la base de datos, todavía nos queda pendiente controlar el momento de la creación de la misma. Por defecto, Code First intentará crearla la primera vez que la necesite según la API de *DbContext*. En cualquier caso siempre podemos explícitamente decidir cuándo crearla con el método *Initialize*:

using (var context = new TiendaContext())

{

    context.Database.Initialize(false);

}

El objeto *Database*, además de *Initialize* nos suministra algunos otros métodos muy útiles:

         CreateIfNotExists

         CompatibleWithModel

         Delete

         Create

         ExecuteSqlCommand

Especialmente interesante es el método CompatibleWithModel. Este método nos informa si el modelo actual es o no compatible con el esquema de la base de datos. Que devuelva true o false depende del valor asignado al parámetro throwIfNoMetada y de la existencia o no de la tabla \_\_MigrationHistory. Esta tabla es creada por Code First cuando se crea automáticamente la base de datos o cuando se habilita Code First Migrations CompatibleWithModel tiene las siguientes combinaciones:

|  |  |  |
| --- | --- | --- |
| throwIfNoMetada | Existe \_\_MigrationHistory | Resultado |
| false | No | true, no hay forma de comparar el modelo con el esquema y entonces se asume que es compatible. |
| false | Sí | true o false en función de si el modelo es o no compatible con el esquema. |
| true | No | Se lanzará una excepción porque no se han podido comparar modelo y esquema. |
| true | Sí | true o false en función de si el modelo es o no compatible con el esquema. |

Sea como fuere, la pregunta que surge a continuación es ¿Qué pasa si el modelo cambia? Es decir, si el esquema de base de datos no es compatible con el modelo ¿Qué ocurrirá? Pues la respuesta a estas preguntas son las distintas estrategias de inicialización de Code First.

Por defecto, Code First incorpora las siguientes estrategias de inicialización:

* *CreateDatabaseIfNotExists*
* *DropCreateDatabaseIfModelChanges*
* *DropCreateDatabaseAlways*

Con ***CreateDatabaseIfNotExists*,** si la base de datos no existe se crea, y si existe y el modelo no es compatible se lanza un error (aunque puedes no tener \_\_*MigrationHistory*y entonces devolverá siempre que la base de datos y el modelo son compatibles).

Con ***DropCreateDatabaseIfModelChanges*** la diferencia está en que si el modelo no es compatible con la base de datos, la misma se eliminara y se volverá a crear de nuevo (aquí es obligado tener \_\_*MigrationHistory* porque si no lanzará una excepción).

Por último, con DropCreateDatabaseAlways siempre se elimina y se crea la base de datos, sin importar si es o no compatible con el modelo (lógicamente aquí tampoco importa si tienes o no \_\_MigrationHistory, simplemente no se consulta).

Por defecto, la estrategia activa es CreateDatabaseIfNotExists (¡menos mal!). Esta estrategia es la única que nos garantiza que nuestra aplicación en producción no eliminará vilmente nuestra base de datos en cada ejecución o si el modelo cambia. Por el contrario, si el modelo no es compatible la inicialización fallará y nuestra aplicación quedará inaccesible. Como resolver este escenario lo veremos más adelante.

Respecto a la estrategia DropCreateDatabaseIfModelChanges, es normalmente utilizada en el entorno de desarrollo donde los datos son “prescindibles” y queremos agilidad a la hora de programar nuestra aplicación sin importar si ha habido o no cambios en el modelo.

Por último, con DropCreateDatabaseAlways estamos yendo un paso más allá y podría resultar útil si realizamos pruebas unitarias que tengan acceso a la base de datos y queremos asegurarnos de disponer siempre de una base de datos vacía en cada ejecución.

El cómo establecer un inicializador es muy sencillo:

Database.SetInitializer(new CreateDatabaseIfNotExists<TiendaContext>());

using (var context = new TiendaContext())

{

    // hacer algo...

}

Llegado el caso también podemos no establecer ningún inicializador. Esto puede resultarnos útil si estamos trabajando contra una base de datos existente y no queremos que Code First lleve a cabo ninguna estrategia de inicialización.

Database.SetInitializer<TiendaContext>(null);

Como era de suponer, podemos crear nuestra propia estrategia de inicialización personalizada para Code First. Para nuestro ejemplo, crearemos un inicializador con las siguientes características:

* Si el modelo cambia, se recreará la base de datos.
* También se recreará la base de datos si se encuentra un setting DropIsRequired con el valor true en nuestro app.config.
* Por otro lado, también debería ser posible ejecutar sentencias sql personalizadas después de haber creado la base de datos.

El código de inicializador, a continuación:

    public class DropCreateIfModelChangesOrDropIsRequired<TContext>

        : IDatabaseInitializer<TContext>

where TContext : DbContext

    {

public IEnumerable<string> Sentences { get; set; }

        public void InitializeDatabase(TContext context)

        {

            var created = false;

            if (!context.Database.Exists())

            {

                context.Database.Create();

                created = true;

            }

            else

            {

                var dropIsRequired = false;

                if (ConfigurationManager.AppSettings["DropIsRequired"] != null)

                {

                    var result = false;

                    if (bool.TryParse(ConfigurationManager.AppSettings["DropIsRequired"], outresult))

                    {

                        dropIsRequired = result;

                    }

                }

                if (dropIsRequired || !context.Database.CompatibleWithModel(false))

                {

                    context.Database.Delete();

                    context.Database.Create();

                    created = true;

                }

            }

            if (created && Sentences != null)

            {

                foreach (var sentence in Sentences)

                {

                    context.Database.ExecuteSqlCommand(sentence);

                }

            }

        }

    }

Y el código necesario para la inicialización:

var initializer = new DropCreateIfModelChangesOrDropIsRequired<TiendaContext>();

initializer.Sentences = new List<string>()

    {

        "ALTER DATABASE CURRENT SET RECOVERY SIMPLE"

    };

Database.SetInitializer(initializer);

Otro punto interesante es saber cómo podemos agregar datos iniciales a nuestra base de datos. En los inicializadores que trae Code First de serie, podemos sobreescribir el método virtual *Seed* para centralizar la inicialización de datos después de que la estrategia de inicialización haya concluido. Por ejemplo, para *CreateDatabaseIfNotExists*

    public class CreateDatabaseIfNotExistsWithSeedData :CreateDatabaseIfNotExists<TiendaContext>

    {

        protected override void Seed(TiendaContext context)

        {

            context.Clientes.Add(new Cliente() { Nombre = "Sergio" });

        }

    }

Si hemos optado por crear un inicializador personalizado, no podremos sobreescribir este método (básicamente porque no existe) pero nada impide que lo implementemos y lo utilicemos igualmente. Por ejemplo, a nuestra anterior clase*DropCreateIfModelChangesOrDropIsRequired* le agregaremos el método *Seed* y una llamada a *context.SaveChanges* si la base de datos fue creada correctamente:

public class DropCreateIfModelChangesOrDropIsRequired<TContext>

    : IDatabaseInitializer<TContext>

    where TContext : DbContext

{

    public IEnumerable<string> Sentences { get; set; }

    public void InitializeDatabase(TContext context)

    {

        var created = false;

        if (!context.Database.Exists())

        {

            context.Database.Create();

            created = true;

        }

        else

        {

            var dropIsRequired = false;

            if (ConfigurationManager.AppSettings["DropIsRequired"] != null)

            {

                var result = false;

                if (bool.TryParse(ConfigurationManager.AppSettings["DropIsRequired"], outresult))

                {

                    dropIsRequired = result;

                }

            }

            if (dropIsRequired || !context.Database.CompatibleWithModel(true))

            {

                context.Database.Delete();

                context.Database.Create();

                created = true;

            }

        }

        if (created)

        {

            if (Sentences != null)

            {

                foreach (var sentence in Sentences)

                {

                    context.Database.ExecuteSqlCommand(sentence);

                }

            }

            Seed(context);

            context.SaveChanges();

        }

    }

**protected virtual void Seed(TContext context)**

**{**

**}**

}

Ahora crearemos una nueva clase que herede de*DropCreateIfModelChangesOrDropIsRequired* y que fijará el parámetro genérico al tipo TiendaContext. Además también aprovecharemos para incluir en el constructor por defecto nuestras sentencias personalizadas SQL:

    public class DropCreateIfModelChangesOrDropIsRequiredTiendaContext :DropCreateIfModelChangesOrDropIsRequired<TiendaContext>

    {

        protected override void Seed(TiendaContext context)

        {

            context.Clientes.Add(new Cliente() { Nombre = "Cliente por defecto" });

        }

        public DropCreateIfModelChangesOrDropIsRequiredTiendaContext()

        {

            Sentences = new List<string>() {

                        "ALTER DATABASE CURRENT SET RECOVERY SIMPLE" };

        }

    }

Ahora nuestra inicialización pasaría a ser la siguiente:

var initializer = new DropCreateIfModelChangesOrDropIsRequiredTiendaContext();

Database.SetInitializer(initializer);

Con esto habríamos logrado crear una nueva estrategia de inicialización personalizada de Code First y además implementar la inicialización de datos y sentencias personalizadas de SQL..

Cómo podía cambiar de estrategia de inicialización según la configuración activa (algo parecido a lo que hicimos con las cadenas de conexión según estábamos en Debug o Release). Es decir, imagina que en Debug queremos el inicializador *DropCreateIfModelChangesOrDropIsRequiredTiendaContext*y en Release queremos CreateDatabaseIfNotExists . Existe una solución que viene de serie con Code First y es la de elegir la estrategia de inicialización a través del fichero de configuración (de nuevo nuestro recurrente fichero app.config).

Para seleccionar la estrategia adecuada a través del App.config tendremos que agregar un setting con la clave *DatabaseInitializerForType*. Esto y junto a la transformación de ficheros de configuración, nos permitirán cambiar de estrategia sin tocar ni una sola línea de código.